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Abstract—Ray tracing is widely used to generate photorealistic
images by tracing the paths of light rays through a scene and
their interactions with scene objects. To accelerate ray tracing,
an acceleration structure—typically a bounding volume hierar-
chy—organizes scene primitives into an efficient spatial data
structure, commonly traversed using a traversal stack. Modern
GPUs are equipped with specialized ray tracing acceleration units
to accelerate traversal and intersection tasks. With limited on-
chip storage, the traversal stack is kept short, leading to frequent
spilling and reloading operations between on-chip buffers and off-
chip memory during stack overflows. This paper reveals that such
overflows increase off-chip memory traffic, degrading overall
performance. To address this, we propose SMS, a novel GPU
architecture that leverages shared memory as a secondary traver-
sal stack. The proposed design uses the shared memory stack to
complement the primary on-chip stack, thus reducing off-chip
traffic caused by stack overflows. Additionally, two optimizations
for managing shared memory stacks are proposed: skewed bank
access and dynamic intra-warp reallocation. Through effective
management of traversal stacks, the proposed SMS architecture
achieves a 23.2% performance improvement over a baseline GPU
that uses only a primary on-chip stack.

I. INTRODUCTION

Ray tracing is a rendering method known for producing
photorealistic images by simulating the paths of light rays
within a scene and their interactions with scene objects. In
a naı̈ve approach, each ray is tested for intersections against
all scene primitives, typically triangles. However, this method
is computationally expensive, particularly for complex modern
scenes containing millions of triangles. To address this issue,
an acceleration structure is used to organize scene primitives
into a hierarchical spatial data structure, enabling efficient
pruning of the search space [11], [19], [32], [37]. The most
widely adopted structure is the bounding volume hierarchy
(BVH) [32], illustrated on the right side of Fig. 1. BVH
arranges primitives into a tree of bounding volumes, typically
axis-aligned bounding boxes (AABBs). As each ray traverses
the tree, intersections are first tested against the bounding
volumes. If a node’s bound is not intersected, its entire subtree
is skipped, reducing the number of primitive intersection
tests. BVH is commonly traversed with a depth-first search
approach, using a traversal stack for backtracking. While BVH
traversal reduces computational complexity, performance re-
mains limited by long-latency memory operations due to rays
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Fig. 1: Overview of the ray tracing process utilizing a BVH

following diverse paths, causing divergent memory accesses
and frequent cache misses [7], [23].

In modern GPUs, real-time ray tracing is enabled by
integrating a specialized hardware acceleration unit for ray
tracing within each streaming multiprocessor (SM). These ray
tracing accelerators handle traversal and intersection tasks,
with each thread (representing a ray) maintaining its own
traversal stack [8], [33]. Due to limited on-chip storage,
these stacks are implemented as short stacks, with a small
number of entries stored in on-chip buffers [33]. When the
stack overflows during push operations, older entry values are
spilled into thread-local off-chip memory. Conversely, during
pop operations, the most recently spilled values are reloaded
into the on-chip stack to maintain consistency. This stack
management process introduces substantial memory traffic,
reducing overall ray tracing performance [6], [7], [40].

One straightforward approach to mitigate these traffic issues
is to increase the on-chip stack size; however, it is too costly
and may result in underutilization of the stack during traversal.
Alternatively, increasing the L1 data cache (L1D) size can help
mitigate the performance loss from stack overflows; however,
based on our initial evaluation, its effectiveness is limited by
the incoherent ray traversal paths, which may incur frequent
cache evictions. In this paper, we explore a cost-effective yet
powerful solution: reconfiguring a portion of L1D as shared
memory to manage stack overflows. Leveraging this approach,
we propose SMS architecture for ray tracing acceleration that
introduces a two-level hierarchical on-chip memory traversal
stack. We employ a shared memory stack (SH stack) as a
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secondary stack, complementing the primary on-chip stack.
To further enhance performance, two optimization strategies

are introduced. First, we propose a skewed access pattern in
shared memory banks. This strategy minimizes bank conflicts
by interleaving initial bank accesses across threads, thereby
effectively utilizing shared memory. Second, we propose intra-
warp reallocation of SH stacks, based on our insight that
threads require varying stack depths during ray traversal and
complete their traversals at different times. By reallocating
unused SH stacks from early finished threads to threads within
the same warp that need additional stack entries, this approach
effectively prevents stack overflows into off-chip memory.

We evaluate SMS architecture using Vulkan-Sim [33], a
cycle-level GPU simulator with ray tracing acceleration units.
The evaluation is conducted on ray tracing benchmark scenes
from Lumibench [27]. Our evaluation demonstrates that SMS
architecture delivers a significant performance improvement
of 23.2% compared to the baseline GPU, which employs an
8-entry on-chip stack per thread. Furthermore, the proposed
architecture exhibits a strong alignment with the performance
of a full per-ray stack stored in on-chip memory, which is
impractical for actual hardware implementation. By effectively
balancing the use of L1D, shared memory, and off-chip
memory, SMS efficiently manages stacks during ray traversal,
achieving significant improvements in overall performance.

Overall, this paper makes the following contributions:
• We identify off-chip memory traffic from traversal stack

management as a critical performance bottleneck in GPU-
based ray tracing.

• We propose a two-level on-chip stack architecture that
leverages shared memory to reduce off-chip stack traffic.

• We introduce two optimization techniques—skewed bank
access and intra-warp reallocation—to enhance the effi-
ciency of shared memory usage.

• We provide a quantitative evaluation demonstrating that
the proposed design achieves performance close to that
of a full on-chip stack implementation.

II. BACKGROUND

A. Ray Tracing

Ray tracing is a popular rendering technique that generates
photorealistic images. Fig. 1 illustrates a simplified ray tracing
process. A primary ray is cast from the camera through
each pixel location on the image plane ( 1 ), determining the
pixel color by tracing its interactions with objects (object
primitives). When the ray intersects a primitive, a secondary or
shadow ray is cast from the intersection point toward a light
source to check for obstructions ( 2 ). If the shadow ray is
blocked by another object, the pixel is rendered in shadow;
otherwise, it is illuminated with the intersected primitive’s
color. To achieve realistic visual effects, path tracing [21],
a fully ray-traced rendering technique, is employed. Path
tracing generates secondary rays in random directions at each
intersection point, simulating light bounces throughout the
scene. These rays are traced recursively until they either hit
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Fig. 2: Baseline GPU architecture integrating the RT unit

a light source or reach the maximum recursion depth. To
improve accuracy and reduce noise, multiple rays are cast
per pixel, and their results are averaged to compute the final
color. While increasing the number of samples per pixel (SPP)
enhances image quality, it also raises computational costs,
creating a trade-off between quality and rendering time.

To optimize performance, ray tracing uses acceleration
structures, most commonly BVHs [32]. A BVH organizes
scene primitives into a hierarchical tree of bounding volumes,
typically AABBs (Fig. 1), and is usually traversed via depth-
first search using a stack. Each stack entry stores the memory
address of a BVH node, which is used to load the correspond-
ing node data from global memory. The algorithm begins at
the root (an internal node), where ray-AABB intersection tests
are performed for all child nodes. The closest intersected child
is visited next, while the address of the other hit child is
pushed onto the stack for later traversal. When the ray reaches
a leaf node, ray-triangle intersections are tested. Traversal
continues by popping the next node address from the stack and
repeating the process until the stack is empty. This approach
reduces computational costs by replacing costly ray-triangle
intersection tests with faster ray-AABB intersection tests [29].

B. GPU Architecture and Ray Tracing Acceleration Units

Fig. 2 shows the baseline GPU architecture integrating ray
tracing acceleration units referred to as RT units. GPUs are
highly parallel processors that execute tasks as threads, with
each thread serving as an independent unit of computation. A
GPU consists of multiple SMs, each containing several sub-
cores [2]. Each sub-core comprises a warp scheduler, a register
file, a SIMD execution unit, and a load/store unit. These sub-
cores execute threads organized into warps, which are groups
of 32 concurrent threads processed in a single instruction
multiple thread (SIMT) manner. Each SM contains on-chip
memory, such as a unified L1 cache and shared memory,
shared by its sub-cores. Beyond the SM level, all SMs share
access to an off-chip L2 cache and global memory.

Modern GPUs incorporate a dedicated RT unit within each
SM, termed the RT Core in NVIDIA GPUs [1], [2], [4]. RT
units accelerate two key tasks in ray tracing: (1) pointer chas-
ing during BVH traversal and (2) intersection tests between
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Fig. 3: Example of BVH6 traversal using 4-entry short stack

rays and scene geometry. The RT unit retrieves BVH node data
from memory, decodes geometry information, and performs
intersection tests. The results are then used by general-purpose
computation units (i.e., SIMD execution units), to calculate
pixel colors during the shading process. Offloading these
traversal and intersection tasks to the RT unit allows other
operations, such as shading, to execute concurrently [4].

A warp issuing a trace ray instruction is forwarded to the
RT unit during the execute stage of the pipeline. It is held
in the warp buffer until all 32 threads are processed. Each
warp maintains a ray buffer, which holds a traversal stack and
ray information—such as ray ID, ray properties, and current
ray status—for every thread, with each thread mapped to a ray.
The traversal stack is maintained as a short stack with 8 entries
per ray [33]. To manage stack overflows during traversal, the
stack manager generates global memory requests to spill or
reload stack entry values between the ray buffer and off-chip
memory, which are then issued by the memory scheduler.

The warp scheduler in the RT unit follows a greedy-then-
oldest (GTO) policy, prioritizing the same warp until a stall
occurs. For the scheduled warp, the top entry of each thread’s
stack is read to retrieve the next memory address. Memory
requests to load the corresponding node data are then collected
across all 32 threads. After the data is returned to the response
FIFO, it is forwarded to the corresponding operation unit along
with the ray properties. The operation units include: (1) ray-
box intersection units, (2) ray-triangle intersection units, and
(3) object-to-world and world-to-object transformation units.

Once the BVH operation is complete, the results update
the ray status, and the traversal stacks for the requested
rays are popped. During the stack pops, the stack manager
checks for spilled addresses and generates memory requests
to reload them. New addresses for the intersected child nodes
are then pushed onto the stack. Before pushing, the stack
manager checks for stack overflows. If no overflow occurs,
the addresses are pushed onto the stack. Otherwise, the stack
manager generates memory requests to free up space.

C. Memory Traffic in Traversal Stack Management

The traversal stack for BVH traversal is often implemented
as a short stack with a limited number of entries [25], [30],
[33]. When the stack overflows, older values are spilled to
off-chip local memory to free up space [33]. When the spilled
stack is popped, the most recently spilled entry value is
reloaded into on-chip memory to preserve stack consistency.
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A wide BVH (BVHk) is a variant where each internal node
can have up to k children, resulting in a higher branching
factor [15], [36], [38]. Fig. 3 shows a BVH6 traversal using a
4-entry stack. Starting from the root, ray-AABB intersections
are tested against all its six child nodes. The closest hit child
is then visited, and the addresses of the remaining intersected
children (A, B, C) are pushed onto the stack ( 1 ). At step 2,
after pushing one node address (D), the stack becomes full.
Before pushing the remaining child address E, the oldest entry
value (A) must be spilled to off-chip memory ( 2 ) via a global
memory store request, freeing space in the stack for E ( 3 ).
After visiting a leaf node, the traversal proceeds by popping
the next node address (E) from the stack ( 4 ), triggering a
global memory load request to reload the most recently spilled
address (A) from off-chip memory ( 5 ). Traversal continues
with the popped node, backtracking through the tree ( 6 ).

Although this strategy enables continuous ray traversal with
smaller on-chip stack entries, the frequent off-chip memory
accesses for stack maintenance introduce significant memory
traffic [6], [7], [40]. In off-chip memory, spilled entry values
are thread-specific, which prevents efficient coalescing of
global memory accesses during stack overflows, especially as
rays follow divergent paths. As a result, traversal stack traffic
significantly increases memory bandwidth usage, in addition to
the traffic for scene geometry loads. This issue becomes more
pronounced, particularly with smaller on-chip stack sizes [7].

III. MOTIVATION

A. Impact of On-chip Traversal Stack Size

The traversal stack traffic caused by stack overflows signifi-
cantly impacts performance. Increasing the stack size can help
mitigate this issue. To determine the optimal stack size, we
measure stack usage during ray traversal across 16 ray tracing
workloads (see §VII-A for a detailed evaluation methodol-
ogy). Fig. 4 shows the maximum, average, and median stack
depths observed during traversal. While the overall average
and median depths range between 4 and 5, the maximum
depth reaches around 30. This gap highlights the challenge of
selecting an optimal stack size. While over-allocation of stack
entries causes underutilized on-chip storage, under-allocation
leads to frequent off-chip memory accesses for rays with long
traversal lengths, thereby degrading overall performance.
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Fig. 6: IPC with varying stack and L1 cache configurations

We further examine the impact of traversal stack sizes on
performance. Fig.6a shows the instructions per cycle (IPC)
under varying stack configurations, normalized to a baseline
configuration using an 8-entry stack. Reducing the stack size
to 4 entries leads to an 18.4% IPC drop, while increasing it to
16 and 32 entries results in IPC improvements of 19.9% and
25.2%, respectively. However, performance gains beyond 32
entries are marginal. Based on the results, we conclude that
although the average required stack depth is only 5 entries,
overflows at higher depths significantly degrade performance
due to increased off-chip memory traffic.

To better understand stack usage throughout traversal, we
refer to Fig. 5, which presents the average distribution of stack
depths across all workloads. For each workload, the stack
depth is recorded at every push and pop operation across
all rays. Although the maximum required depth reaches 30,
increasing the stack size beyond 16 entries is not cost-effective,
as only 1.9% of traversal steps exceed this size. On the other
hand, frequent stack spills—occurring in 17.0% of traversal
steps that require 9 to 16 entries—explain the performance
gains observed when increasing the stack size to 16.

Therefore, increasing the stack size beyond the 8-entry base-
line is essential for improving overall performance. However,
expanding the on-chip stack size comes with significant hard-
ware overhead. For example, allocating an 8-entry stack per
thread requires 8KB (8B×8-entry×128-thread) of storage per
SM. Doubling the stack to 16 entries adds another 8KB, which
accounts for nearly 25% of the GPU’s register file size—
already known as one of the most power-hungry components
in modern GPUs [22], [26].

Likely due to such hardware constraints, prior works have
explored stackless traversal methods [6], [9], [12], [18], [24]
or stack-based approaches with minimal on-chip stacks [24],
[35], often at the cost of additional computational overhead.
Other works aim to reduce traffic from accessing fully off-
chip traversal stacks by utilizing on-chip memory resources.
For example, one study [7] introduces a stack-top cache in the
register file to improve access efficiency. Another work [40]
uses shared memory to store the first few entries of an

off-chip stack, designed specifically for compressed BVHs
and compact stack formats. These constraints highlight that
effective traversal stack management is crucial for reducing
latency caused by insufficient on-chip stack capacity.

B. Impact of L1 Data Cache Size

Given the challenges of limited on-chip stack capacity,
increasing the size of the L1D—the nearest storage in the
memory hierarchy—can support stack management. Although
not a direct substitute for a larger on-chip stack, a larger L1D
can help mitigate performance degradation by enabling faster
access to stack entries, as long as they remain in the cache and
are not replaced by other memory operations. Beyond aiding
stack management, a larger L1D also reduces access latency
for scene geometry data, further contributing to traversal
performance. Fig. 6b presents IPC results across varying L1D
configurations, normalized to a 64KB baseline. Expanding
the L1D to 128KB improves performance by 4.5%, while
a 256KB configuration results in a 12.6% gain. Conversely,
reducing the L1D to 32KB and 16KB leads to performance
drops of 4.5% and 9.6%, respectively.

While increasing the L1D size improves performance, its
effectiveness is relatively limited compared to expanding the
on-chip stack size. For example, doubling the stack size from
8 to 16 entries (i.e., an 8KB increase) yields a 7.3 higher
percentage points (PP) than increasing the L1D size from
64KB to 256KB (i.e., a 192KB increase). This is due to the
incoherence of rays in global illumination models [7], where
rays tend to follow different traversal paths through the BVH
and scene, leading to divergent memory access patterns. Such
divergence causes frequent cache evictions, increasing latency
when accessing both spilled stack entries and scene geometry
stored in global memory. As scene complexity continues to
grow, memory traffic often exceeds the L1D capacity [28],
further limiting its effectiveness. Thus, although increasing the
L1D size improves performance, its benefits are less significant
compared to expanding the on-chip stack size, primarily due
to the divergent traversal behavior of incoherent rays.

C. Exploring Cost-effective yet Powerful Solution for Traver-
sal Stack Management

To summarize, managing traversal stacks efficiently is a
significant challenge for achieving high ray tracing perfor-
mance. While increasing the on-chip stack size may appear
to be a straightforward solution to maximize performance, it
comes with drawbacks, such as higher energy consumption
and the risk of underutilizing stack resources [14], [16]. A
more practical alternative is to leverage the flexibility of
modern GPUs equipped with RT units, which allow the L1D
to be reconfigured as programmable or shared memory. Our
observation (Fig. 6b) further suggests that reducing the L1D
size to make room for shared memory results in only a minor
performance loss. In the following section, we demonstrate
that dedicating shared memory exclusively to stack manage-
ment can offer significant performance gains, outweighing the
small loss from reducing the L1D size.
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IV. SMS ARCHITECTURE

In this section, we propose a novel GPU architecture for ray
tracing acceleration—named SMS—designed around Shared
Memory Stack management. SMS architecture introduces a
hierarchical traversal stack design, comprising two levels of
on-chip storage: (1) the stack within the ray buffer serves
as the primary stack, holding the most recently pushed node
addresses; (2) when the primary stack reaches its capacity,
shared memory is used as a secondary stack, storing node
addresses spilled from the primary stack. In the following
subsections, we first provide a conceptual overview of the
SMS architecture and a detailed explanation of its traversal
stack management. Then, we present the effectiveness of using
SH stacks during ray traversal.

A. Hierarchical Traversal Stack Management

Fig. 7 illustrates how traversal stacks are managed in the
proposed SMS architecture, highlighting the memory trans-
actions involved in handling stack overflows. In the base-
line architecture, stack entry values are directly spilled and
reloaded between the primary ray buffer stack (RB stack) and
global memory. However, to mitigate off-chip memory traffic,
SMS architecture introduces a two-level on-chip stack design
using shared memory. When the primary RB stack overflows,
the oldest entry value is spilled to the secondary SH stack
( 1 ). During a stack pop, the most recently spilled address
is retrieved from the SH stack and placed back into the RB
stack ( 2 ). If the SH stack also becomes full, global memory is
accessed; the oldest node address in shared memory is moved
to global memory ( 3 ), freeing space for the spilled address
from the RB stack ( 4 ). When a pop operation involves entries
that have been spilled into global memory, the newest address
in the SH stack is transferred back to the RB stack ( 5 ),
followed by reloading the spilled address from global memory
into shared memory ( 6 ). In this manner, SMS architecture
holds recent node addresses in faster, on-chip storage, while
older addresses migrate to slower, off-chip global memory.
By significantly reducing off-chip traffic, this approach offers
a robust solution for managing ray traversal in modern GPUs.

As the RB stack is dedicated to each thread (or ray), SMS
also assigns a distinct set of stack entries in shared memory
for each thread. This SH stack is implemented as a circular
queue, with the detailed implementation presented in §VI.
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configurations

While traversal stacks are maintained at the individual thread
level, memory accesses for spilled entry values are processed
at the warp level within the RT unit. Similar to how global
memory accesses are handled in the baseline architecture, the
memory scheduler collects and issues shared memory accesses
across all 32 threads within a scheduled warp. To ensure that
the requested data is returned to the corresponding thread, the
stack manager also tracks the associated threads for shared
memory load accesses.

B. Effectiveness of Shared Memory Traversal Stack

To demonstrate the effectiveness of using the SH stack,
we measure the performance improvements of the SMS archi-
tecture. Fig. 8 presents IPC results normalized to a baseline
configuration with an 8-entry RB stack (RB_8). Here, RB_N
and SH_M denote an N -entry RB stack and an M -entry SH
stack, respectively. Note that the shared memory size is con-
figured to match the capacity of the SH stack; thus, increasing
the SH stack size proportionally reduces the available L1D
capacity within the unified memory. Using a full RB stack
(RB_FULL) results in a 25.3% performance improvement over
the baseline. In comparison, adding a 4-entry SH stack to the
baseline (RB_8+SH_4) yields an 11.0% gain, while expanding
the SH stack to 8 (RB_8+SH_8) and 16 (RB_8+SH_16) entries
achieves 17.4% and 21.2% improvements, respectively.

However, these improvements come at the cost of increased
shared memory usage. As illustrated in Fig. 5, most stack
depth requirements fall within the range of 1 to 16 entries.
Therefore, a configuration combining an 8-entry RB stack with
an 8-entry SH stack effectively covers the majority of cases.
Based on these observations, we propose using an 8-entry SH
stack per ray, along with a 56KB L1D and 8KB of shared
memory in our SMS architecture. This configuration provides
a good balance between performance and resource utilization,
delivering significant performance gains while keeping the on-
chip ray buffer relatively small.

V. OPTIMIZATION OF SMS

To further enhance the efficiency of the SMS architecture,
we propose two optimization strategies, each driven by specific
observations. First, significant shared memory bank conflicts
arise from regular access patterns across threads. To mitigate
this, we introduce a skewed access pattern to better distribute
memory usage across banks. Second, ray incoherence can lead
to underutilization of SH stacks, particularly when some rays
finish traversal earlier than others. To address this, we suggest
dynamically reallocating SH stacks to active threads within
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the same warp. Together, these strategies leverage the unique
characteristics of ray tracing workloads to optimize shared
memory usage and improve overall performance.

A. Skewed Bank Access

Observation. Unlike the primary traversal stack in the ray
buffer, accessing entries in the SH stack follows the constraints
of shared memory architecture. Shared memory is divided into
equally sized memory banks, allowing for parallel processing
of memory load or store operations [2], [3], [5]. When threads
access addresses that map to different banks, these operations
can proceed in parallel. However, if multiple threads access
different words within the same bank, bank conflicts occur,
leading to serialized accesses. This serialization reduces the
efficiency of shared memory bandwidth and delays subsequent
memory accesses during ray traversal, further exacerbating
performance penalties. In our initial design, each thread is as-
signed a fixed number of SH stack entries and begins accessing
them from entry index 0. However, severe bank conflicts arise
as threads often access the same stack entry index that maps to
the same shared memory bank—particularly under the 8-entry
SH stack configuration.

Fig. 9 illustrates an example where each thread is assigned
an 8-entry SH stack. Each 8-byte stack entry spans two adja-
cent banks, meaning a thread with an 8-entry stack accesses 16
adjacent banks. With 32 shared memory banks, threads with
even indices (0, 2, . . . , 30) access the first 16 banks, while
threads with odd indices (1, 3, . . . , 31) access the remaining 16
banks. When all threads access their SH stacks starting from
entry 0, the likelihood of bank conflicts increases, as threads
often access their stacks in a similar circular order during
traversal. This regularity leads to unbalanced bank accesses
and severe bank conflicts, ultimately degrading performance.
Solution. To address this issue, we propose a skewed access
pattern for shared memory banks across threads within a warp.
By introducing irregularity in how threads access their stack
entries, we can balance shared memory bank utilization and
reduce conflicts. Specifically, we offset the base stack entry—
the initial entry accessed when the stack is empty—for each
thread based on its thread ID and the SH stack size. For
example, with an 8-entry SH stack per thread (Fig. 9), threads
0 and 16 start with entry 0 (bank 0–1), while threads 2 and 18
start with entry 1 (bank 2–3). Similarly, threads 1 and 17 begin
with entry 0 (bank 16–17), and threads 3 and 19 begin with
entry 1 (bank 18–19). Starting from their respective base stack
entries, subsequent entries are accessed in a circular manner.
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Fig. 10: Traversal stack depths across threads for PARTY

This approach reduces bank conflicts by more evenly dis-
tributing bank accesses, minimizing latency in shared memory
transactions. Furthermore, it is scalable, as it ensures consistent
performance gains across different stack sizes. By implement-
ing this skewed access pattern, SH stacks are utilized more
efficiently, resulting in further performance improvements.

B. Dynamic Intra-Warp Reallocation of Shared Memory Stack
Observation. Assigning an equal number of stack entries to
each thread can be less effective due to the varying stack
depth requirements of incoherent rays during traversal. This is
illustrated in Fig. 10, where the x-axis represents the number of
stack accesses (push and pop operations) during traversal, the
y-axis corresponds to individual threads, and the color at each
point indicates the stack depth of the thread at that access.
Although the figure presents traversal stack access patterns
for two specific warps in the PARTY scene, similar trends are
observed across other warps and scenes.

One key observation is that threads complete their traversals
at different times. Threads that finish early leave their SH
stacks unused until the entire warp completes the traversal.
Another observation is that certain threads require larger
stack depths, reflecting a higher number of intersected nodes.
These threads often need global memory accesses to handle
overflows, introducing delays in subsequent stack operations.
As a result, stack accesses for these threads are delayed to
later cycles in the timing model, while threads with smaller
stack depths at the same x-axis position experience fewer
delays. This imbalance increases the likelihood that threads
with longer traversals will borrow unused SH stacks.
Solution. To address this issue, we propose dynamically
reallocating unused SH stacks from threads that terminate
early. Initially, each thread is assigned a fixed number of
entries in shared memory. However, once a thread’s dedicated
stack is fully utilized, it can access additional SH stacks
released by early-finishing threads, reducing the need to spill
entry values to global memory. This reallocation of multiple
SH stacks gives the thread the appearance of having an
extended SH stack. The strategy is effective because, while
most threads initially require a similar number of entries, their
stack requirements diverge as the traversal progresses, making
static allocation less effective. By leveraging the observed
patterns in ray tracing workloads, this approach helps reduce
off-chip memory traffic and improves overall performance.

To simplify implementation, we limit SH stack reallocation
to threads within the same warp (intra-warp), rather than
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across different warps (inter-warp). Once all 32 threads in
a warp complete their traversal, the warp is removed from
the warp buffer, allowing the next warp to enter the RT unit.
Inter-warp reallocation would involve complex tracking and
management of stack ownerships, as threads would need to
return borrowed stacks to the newly entered warp. By limiting
reallocation to intra-warp, we minimize this overhead and
achieve performance improvements.

VI. IMPLEMENTATION

This section outlines the architectural support for SMS.
Fig. 11 illustrates the modified RT unit design in the SMS
architecture, focusing on the management of SH stacks. The
hardware components that have been modified or newly added
in our proposed architecture are highlighted in pink. To support
SH stack management, we introduce additional fields in the
ray buffer and modify the stack manager hardware unit.
Furthermore, we incorporate a response FIFO to handle shared
memory access requests. The following subsections provide a
detailed explanation of these modifications and discuss the
overhead associated with the added logic.

A. Shared Memory Stack Management

Extended Ray Buffer. As discussed in §IV-A, we extend the
ray buffer to track the state of the SH stack. For each thread,
we introduce three fields: Top, Bottom, and Overflow. The
Top field represents the index of the most recently filled entry
in the SH stack, while the Bottom field indicates the index
of the oldest entry. The Overflow field flags whether the
SH stack has overflowed, indicating that its entry values have
been spilled to global memory. Using these fields, the stack
manager unit tracks the status of traversal stacks and generates
the appropriate memory requests for spilling or reloading entry
values. These memory requests are then passed to the memory
scheduler for execution.
SMS Stack Manager. During traversal, the SMS stack man-
ager hardware unit ensures that both the traversal stacks
and the associated ray buffer fields are correctly updated.
When performing a stack pop operation, the stack manager
first checks for overflow conditions in both the RB stack
and SH stack using the Overflow field. If the RB stack
has overflowed, the most recently spilled value is reloaded
from the SH stack into the RB stack via a shared memory
load operation. The corresponding shared memory address is
computed using the Top field, which tracks the most recently
filled entry. If the SH stack has also overflowed, additional
steps are required to reload an entry value from global memory
to the SH stack. This involves a global memory load followed
by a shared memory store, where the destination address for
the store is computed using the Bottom field. Note that these
memory requests are issued sequentially, with a subsequent
request begin issued only after the prior load request has
returned to the response FIFO.

A stack push operation occurs when the operation unit
returns the address of an intersected child node (Entry Value in
Fig. 11) for each node visit. Similar to the pop operation, the
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Fig. 11: Extended RT unit design in SMS architecture

stack manager first checks for overflow conditions in both the
RB and SH stacks. If the RB stack is full, the oldest pushed
address must be spilled into the SH stack before the new
address can be added. If the SH stack is also full, the oldest
address in the SH stack must be moved to global memory.
As a result, when only the RB stack is full, the stack manager
generates a shared memory store request. When both stacks are
full, the sequence of requests is as follows: a shared memory
load, a global memory store, and a shared memory store.

B. Shared Memory Address Generation

Shared memory addresses for load and store operations are
computed by the stack manager using the thread’s ID (TID)
along with the corresponding Top and Bottom fields. Since
each thread is initially allocated a specific, static region of
shared memory as its SH stack (Fig. 9), TID determines the
base address of this stack region. The Top or Bottom field
serves as the entry index within the stack: Top is used for
data transfers between the SH and RB stacks, while Bottom

is used for transfers between the SH stack and global memory.
To enable skewed bank access and intra-warp reallocation,
additional steps are required during address generation.
Skewed Bank Access. To balance bank utilization and reduce
conflicts in shared memory, threads within each warp initially
align their top entries based on their thread IDs and the SH
stack size (N ). The stack manager calculates this starting entry
(Base Stack Entry in Fig. 9) for each thread’s stack using the
following formula:

Base Entry Index =

(
TID
k

)
mod N, where k =

32

N × 2

This base index is assigned to both the Top and Bottom

fields, enabling subsequent stack entries to be accessed in
a circular manner with more balanced shared memory bank
usage. By skewing the initial top entries across threads—
without requiring modifications to the memory scheduler—
shared memory banks are automatically distributed as threads
begin filling their stacks from their respective starting points.
Dynamic Intra-Warp Reallocation. When a thread exhausts
all entries in its dedicated SH stack, the stack manager assigns
an available SH stack from an early-finished thread within the
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Fig. 12: Access order of linked SH stacks after reallocations

same warp. To track the availability of SH stacks, the stack
manager maintains an Idle field for each thread. This field is
set to 1 when the the thread’s SH stack is available, indicating
that the thread has completed its traversal and the stack is
not currently being borrowed by another thread. Conversely,
if the thread has not completed its traversal or its stack is being
borrowed, the field is set to 0.

Our proposed reallocation scheme allows each thread to
borrow SH stacks from multiple threads within the same warp.
Fig. 12 illustrates how each thread can access its multiple
SH stacks, using a simple example with three SH stacks:
one dedicated and two borrowed. The most recently allocated
stack becomes the top stack, which is accessed during push
or pop operations until it becomes empty. To track the order
of multiple reallocations, the SMS stack manager maintains
Next TID for each SH stack. This field stores the ID of the
next borrowed stack, creating a link to the subsequent stack.
By sequentially following these Next TID links, the stack
manager can navigate through all borrowed stacks and locate
the current top stack for a given thread. When the current
top stack is emptied, it is immediately released, and the next-
most-recently allocated stack in the chain becomes the new
top stack and is accessed in the same manner.

Excessive reallocations can degrade performance due to the
latency involved in searching for the top stack. To mitigate
this, we limit the number of concurrently borrowed stacks
per thread to four, based on heuristics derived from our
observations (§III-A). This setup provides a total on-chip stack
capacity of 48 entries: 40 SH entries (8-entry×5-stack) and 8
RB entries, which covers the maximum stack depth required
across all evaluated workloads.

During dynamic reallocation, a situation may arise where a
thread attempts to push a new node address, but all borrowed
SH stacks are full and no additional stacks are available. To
maintain stack consistency—where stacks are filled from the
bottom up—the oldest address in shared memory must be
spilled to global memory to accommodate a new spill from the
RB stack. Since borrowed SH stacks are linked via a field and
may not reside contiguously in shared memory, shifting entries
across stacks (from top to bottom) is impractical. Instead, an
alternative mechanism is introduced: the entire set of entries
in the bottom SH stack is flushed to global memory, and the
emptied stack is then prompted to the top position, allowing
it to hold the most recently spilled values.

While this flushing mechanism effectively simulates access
to an additional stack, it is limited to three consecutive flushes
per allocated SH stack. In the the worst-case scenario, a thread
operates with one dedicated SH stack and one borrowed stack,
with no further stacks available. With support for three flushes
per stack, the thread can effectively operate with 8 SH stacks—
one dedicated, one borrowed, and six simulated via flushing.

Together with the RB stack, this setup provides a total stack
depth of 72 entries, which we have found sufficient to meet
the required depth (i.e., 48) across all evaluated workloads.

To track the number of stack flushes, an extra Flush field
is introduced for each SH stack or thread. Additionally, a
Priority field is maintained for each stack to track the
allocation order, ensuring correct stack access. Stack flushes
are infrequent, as dynamic reallocation is only triggered when
threads begin to finish their traversal. At this point, many
threads are likely to have completed their work, leaving their
stacks unused and reducing contention for borrowing stacks.

C. Hardware Overhead

The proposed design achieves efficient stack management
with minimal on-chip memory overhead. As mentioned earlier,
each per-thread SH stack requires several additional fields in
the ray buffer: Top, Bottom, and Overflow for independent
stack management, and Next TID, Idle, Priority, and
Flush for dynamic intra-warp reallocation. For an SH stack
with 2N entries, the Top and Bottom fields each require N
bits. For example, with a 23-entry SH stack, each thread
requires 3 bits per field, resulting in 96 bytes (2-field×3-
bit×32-thread×4-warp) across 128 threads in the RT unit.
Additionally, the Overflow and Idle fields require 1 bit each,
while the Next TID field requires 5 bits to identify one of
32 threads within the warp. The Priority and Flush fields
each require 2 bits, as the number of concurrent reallocations
is limited to four, while continuous flushes are limited to three.
These additional fields contribute a total overhead of 176 bytes
(11-bit×32-thread×4-warp) to the on-chip storage per RT unit.

In total, the traversal stack management in the SMS archi-
tecture adds 272 bytes of on-chip memory per SM. Notably,
this overhead is significantly smaller than increasing the RB
stack size by 8 entries, which would require 8KB (8-byte×8-
entry×32-thread×4-warp). Thus, we conclude that the SMS
architecture offers a cost-effective and efficient solution for
traversal stack management.

VII. EVALUATION

A. Methodology

We use Vulkan-Sim [33], a cycle-level GPU simulator
for ray tracing. The baseline GPU configuration is from the
original Vulkan-Sim work, which represents a mobile System-
on-Chip (SoC) GPU [33], as detailed in TABLE I. To optimize
resource allocation, shared memory is set to the minimum
required for SH stacks, maximizing the remaining capacity
for the L1D. As shown in TABLE II, we evaluate benchmark
scenes from Lumibench [27], rendered with the path tracing
(PT) shader. Most scenes are simulated at a resolution of
128×128 with 2 SPP, except for CHSNT, ROBOT, and PARK.
Due to their long evaluation times, these three more complex
scenes are evaluated at a 32×32 resolution with 1 SPP.
However, similar results are expected at this reduced scale, as
performance trends have been observed to remain consistent
across varying workload sizes [13], [27].
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TABLE I: Baseline GPU parameters

Component Parameter Description
General # SMs 8

warp size 32
warp scheduler GTO
# registers per SM 32,768

RT Unit # RT units per SM 1
max # warps per RT unit 4

Memory L1D/shared memory 64KB, fully associative,
LRU, 20 cycles

L2 unified cache 3MB, 16-way associative,
LRU, 160 cycles

TABLE II: Benchmark scenes

Scene # Triangles BVH (MB) Scene # Triangles BVH (MB)
WKND 0 0.2 CAR 12.7M 1,328.2
SPRNG 1.9M 178.0 PARTY 1.7M 156.1
FOX 1.6M 648.5 FRST 4.2M 380.5
LANDS 3.3M 303.5 BUNNY 144.1K 13.2
CRNVL 449.6K 60.7 SHIP 6.3K 0.5
SPNZA 262.3K 22.8 REF 448.9K 40.4
BATH 423.6K 112.8 CHSNT 313.2K 28.3
ROBOT 20.6M 1,869.0 PARK 6.0M 542.5

Note that our proposed architecture is evaluated under a
mobile GPU configuration, reflecting the growing adoption of
hardware-accelerated ray tracing in mobile devices for real-
time applications. Nonetheless, the architecture is scalable to
larger GPUs, as ray tracing workloads typically assign a single
ray traversal to each thread. Thus, the per-ray on-chip stack
pressure remains a persistent issue across GPU configurations,
leading to performance degradation—even on high-end GPUs
like the RTX 2060 used in the original Vulkan-Sim work [33].
Consistent with prior work [27], applying our architecture to
larger GPUs exhibits similar performance trends.

B. Performance

Fig. 13 shows the IPC improvements achieved by the SMS
architecture, normalized to the baseline configuration (RB_8).
By default, SMS employs an 8-entry SH stack (SH_8) and
integrates two optimization strategies: skewed bank access
(SK) and dynamic intra-warp reallocation (RA). Introducing
the SH stack (+SH_8) delivers an average IPC improvement
of 15.1% over the baseline. Adding skewed bank access (+SK)
further enhances performance by 4.3 PP, effectively reducing
bank conflicts and distributing accesses more evenly across
threads. Finally, incorporating intra-warp reallocation (+RA)
increases the IPC improvement to 23.2% over the baseline.
This performance is comparable to that of the full stack, which
achieves an IPC gain of 25.3% over the baseline.

The benefits of SMS vary with scene complexity. Scene
complexity—which affects ray traversal length and simulation
time—is not determined by a single factor. While scenes with
more primitives and larger, deeper BVHs tend to require longer
traversals, well-structured BVHs can efficiently prune large
portions of the tree [27]. More complex scenes, such as ROBOT
and PARK, typically involve longer traversals and exhibit sig-
nificant IPC improvements. These gains arise from increased
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stack depth demands, which allow SMS to effectively utilize
the secondary SH stack. In contrast, simpler scenes like REF

and BATH show smaller improvements, as the 8-entry primary
stack is generally sufficient to handle most traversal needs.
Notably, scenes with unique characteristics—such as SHIP,
which features long, thin primitives that result in a high ratio of
leaf node accesses to total node accesses—achieve substantial
performance gains, despite having relatively few primitives
and a compact BVH.

C. Effect of Skewed Bank Access

To evaluate the impact of the skewed bank access strategy
in SMS, we analyze the average delay cycles caused by bank
conflicts during shared memory access scheduling. As shown
in Fig. 14, we compare the delay cycles before (RB_8+SH_8)
and after applying the strategy (RB_8+SH_8+SK) across all
workloads. On average, the strategy reduces delay cycles by
27.3% compared to using the SH stack alone. This improve-
ment highlights that the strategy more evenly distributes bank
accesses across threads, effectively utilizing shared memory
bandwidth and thereby enhancing overall performance.

D. Impact of Primary Traversal Stack Sizes

We further evaluate the impact of primary traversal stack
(RB stack) sizes on SMS performance, as shown in Fig. 15a.
All results are normalized to the baseline configuration with
an 8-entry RB stack (RB_8). Additionally, off-chip memory
access counts are presented in Fig. 15b. As discussed in §III,
reducing the RB stack size leads to performance degradation
due to increased off-chip traffic. For example, with a 2-
entry RB stack (RB_2), performance drops by 28.3%, while
off-chip memory accesses rise by 62.3% compared to the
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baseline (RB_8). By introducing SMS—which incorporates a
secondary stack in shared memory along with two optimiza-
tion strategies—this performance loss is effectively mitigated.
Compared to using only the primary stack (RB_2), SMS im-
proves performance by 39.7 PP and reduces off-chip memory
accesses by 79.2 PP. A similar improvement is observed with
the 4-entry RB stack (RB_4) when combined with SMS.
Remarkably, even with reduced RB stack sizes (2 or 4 entries),
SMS outperforms the baseline configuration featuring an 8-
entry RB stack. This highlights that integrating the proposed
SMS architecture enables the use of smaller RB stacks, offer-
ing an alternative for hardware implementation that reduces
on-chip storage—one of the most power-hungry components
in GPUs, as widely recognized in prior studies [22], [26].
In contrast, with a larger 16-entry RB stack (RB_16), the
performance gain from SMS is more modest, at 3.5 PP. This
limited improvement is primarily due to the already low off-
chip memory traffic achieved with a larger primary stack. Note
that increasing the RB stack is not a practical solution, as
it incurs substantial hardware cost and energy consumption
associated with scaling on-chip storage [14], [16], [22], [26].

VIII. RELATED WORK

A. Short Stack or Stackless BVH Traversal

Prior works have explored short stack and stackless ap-
proaches to BVH traversal. Laine [24] introduced the restart
trail for binary BVHs, enabling both stackless and short
stack traversal via restarts by storing a single bit of data
per hierarchy level. Vaidyanathan et al. [35] extended this
method to wide BVHs by using a short stack along with
an array of counters—one for each tree level—to track the
number of previously traversed children. Hapala et al. [18]
proposed a stackless traversal method that uses parent pointers
for backtracking with simple state logic to determine the next
node to traverse. Barringer and Akenine-Möller [9] built upon
this idea by introducing two stackless traversal algorithms
for binary BVHs that eliminate the need to reevaluate the
child traversal order. Áfra and SzirmayKalos [6] further ex-
tended this stackless approach to wide BVHs. Binder and
Keller [12] introduced efficient stackless traversal method with
constant-time backtracking, designed specifically for GPUs.
These approaches handle traversal while removing off-chip
memory traffic for stack management, replacing them with
additional traversal steps as some nodes may be revisited.
Such methods can be applied orthogonally to our work. By
providing additional stack entries in shared memory, restarts
or backtracking can be minimized, occurring only when the
secondary stack overflows. This reduction in computational
overhead can lead to further performance improvements.

B. Ray Grouping with Group-Local Traversal Stack

Ray grouping involves clustering rays with similar paths,
allowing them to follow a common traversal path through
the BVH using a single traversal stack per group. Wald et

al. [39] proposed a packet-frustum BVH traversal scheme that
supports both static and deformable scenes. Günther et al. [17]
introduced a parallel packet traversal algorithm for GPU ray
tracing. Benthin and Wald [10] proposed the simultaneous
tracing of multiple frusta using SIMD units, enabling real-time
soft shadow rendering. These approaches effectively reduce
the total number of traversal stack entries and minimize stack
traffic by sharing a common stack among rays within each
group. Although effective for coherent primary rays, these
methods often struggle with incoherent ray types, which take
divergent paths and may result in unnecessary node visits.
Such methods can be applied orthogonally to our work. Since
shared memory is accessible by threads within a warp, a per-
group traversal stack can be allocated in shared memory and
efficiently utilized with our optimization strategies.

C. Shared Memory Utilization in GPGPU

Prior works have explored various methods to improve
GPU performance and occupancy by utilizing shared memory.
Hayes and Zhang [20] proposed a technique that leverages
shared memory for register spilling, significantly reducing the
reliance on off-chip memory. Sakdhnagool et al. [34] improved
upon this by addressing inefficiencies caused by overly con-
servative register allocation. Yoon et al. [41] introduced a
technique that exploits underutilized portions of the register
file and shared memory to enable fast context switching,
thereby increasing thread-level parallelism. Building on this
idea, Oh et al. [31] proposed a method employing fine-grained
memory management to further enhance the efficiency of
resource utilization. While these methods aim to optimize the
performance of general-purpose GPU applications, our work
focuses specifically on shared memory management for ray
tracing workloads. This involves addressing the unique mem-
ory access patterns associated with traversal stack management
in modern GPU-based ray tracing.

IX. CONCLUSION

This paper proposes SMS, a powerful and cost-effective
GPU architecture that efficiently manages traversal stack for
ray tracing acceleration. SMS incorporates a secondary SH
stack as an alternative solution to enlarging the primary stack
in the ray buffer, effectively mitigating off-chip memory traffic
caused by stack overflows. To further optimize SH stack
utilization, we present skewed bank access and dynamic intra-
warp reallocation strategies. Based on our evaluation, SMS
improves performance by 23.2% over the baseline that relies
solely on the primary stack. This performance is comparable to
a design that maintains a full per-ray stack in on-chip memory,
demonstrating that the proposed architecture achieves substan-
tial performance gains with minimal hardware overhead.
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